Practical 7

# Student Details

* Name : Tushar Harsora
* Roll : 19BCE509

# Aim

The Aim of this practical was to implement the heap using the linked data structure. The version of heap that is implemented here is called leftist heap. This datastructure Is implemented like. Every node has ofcourse left and right pointers but one extra number which is “rank” which is distance of node from nearest leaf. The insertion and deletion takes 𝒪

The build heap can be done in 𝒪

# Code

* Leftist Heap (LeftistHeap.h)

#ifndef LEFTIST\_HEAP\_H

#define LEFTIST\_HEAP\_H

#include <iostream>

#include <cassert>

template<typename Key>

struct heap\_node {

private:

constexpr static size\_t space\_block = 7;

public:

Key key;

size\_t rank;

heap\_node<Key>\* left;

heap\_node<Key>\* right;

heap\_node(const Key& key) : key(key), rank(1), left(nullptr), right(nullptr) { }

friend heap\_node<Key>\* merge(heap\_node<Key>\* l, heap\_node<Key>\* r) {

if (l == nullptr)

return r;

if (r == nullptr)

return l;

if (l->key < r->key) {

l->right = merge(l->right, r);

assert(l->right);

if (!l->left || l->left->rank < l->right->rank) {

std::swap(l->left, l->right);

}

l->rank = l->right ? l->right->rank + 1 : 1;

return l;

}

else {

r->right = merge(r->right, l);

assert(r->right);

if (!r->left || r->left->rank < r->right->rank) {

std::swap(r->left, r->right);

}

r->rank = r->right ? r->right->rank + 1 : 1;

return r;

}

assert(false);

}

friend std::ostream& print\_helper(std::ostream& stream, const heap\_node<Key>\* ptr, size\_t spaces = 0) {

if (!ptr)

return stream;

spaces += space\_block;

print\_helper(stream, ptr->right, spaces);

stream << '\n';

for (int i = 0; i < spaces; i++)

stream << ' ';

stream << ptr->key << " (" << ptr->rank << ")";

print\_helper(stream, ptr->left, spaces);

}

~heap\_node() {

if (left) {

delete left;

}

if (right) {

delete right;

}

}

};

template<typename Key>

struct leftist\_heap {

private:

heap\_node<Key>\* m\_root;

heap\_node<Key>\* \_insert(heap\_node<Key>\* root, const Key& key) {

if (!root) {

return new heap\_node<Key>(key);

}

if (key < root->key) {

heap\_node<Key>\* new\_node = new heap\_node<Key>(key);

new\_node->left = root;

return new\_node;

}

if (root->right && key > root->right->key) {

root->right = \_insert(root->right, key);

assert(root->left && root->right);

if (root->left->rank < root->right->rank)

std::swap(root->left, root->right);

root->rank = root->right->rank + 1;

return root;

}

heap\_node<Key>\* new\_node = new heap\_node<Key>(key);

if (root->left == nullptr) {

root->left = new\_node;

return root;

}

assert(root->right == nullptr);

assert(root->rank == 1);

root->right = new\_node;

root->rank = 2;

assert(root->left && root->right);

if (root->left->rank < root->right->rank) {

std::swap(root->left, root->right);

}

return root;

}

public:

leftist\_heap() : m\_root(nullptr) { }

void insert(const Key& key) {

m\_root = \_insert(m\_root, key);

// We could also create new heap with one node and merge with existing tree.

// I wrote this merge function later so i already had insert both implementations are fine

// auto new\_node = new heap\_node<Key>(key);

// m\_root = merge(m\_root, new\_node);

}

void pop() {

heap\_node<Key>\* left\_child = m\_root->left;

heap\_node<Key>\* right\_child = m\_root->right;

m\_root->left = nullptr;

m\_root->right = nullptr;

delete m\_root; // resetting left, right was necessary because delete operator deletes childs recursively

m\_root = merge(left\_child, right\_child);

}

const Key& top() const {

return m\_root->key;

}

bool empty() const { return m\_root == nullptr; }

void vertical\_print() const {

print\_helper(std::cout, m\_root);

}

~leftist\_heap() {

delete m\_root;

m\_root = nullptr;

}

};

#endif // LEFTIST\_HEAP\_H

* LeftistHeap Test (main function)

#include <iostream>

#include "LeftistHeap.h"

using namespace std;

int main() {

leftist\_heap<int> hp;

for (int i = 0; i < 10; i++)

hp.insert(i + 1);

std::cout << "After Inserting [0-10]\n";

hp.vertical\_print();

std::cout << "\n";

cout << "Current Min Element : " << hp.top() << "\n";

hp.pop();

cout << "After Poping Min Element\n";

hp.vertical\_print();

return 0;

}

# Inputs

This Program Doesn’t take any inputs.

The Program itself inserts 1 to 10 Numbers in heap and displays them.

Then deletes one element and prints modified heap. The Number in bracket in output is “rank” of node.

# Output

![](data:image/png;base64,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)

# Conclusion

Here we learned about the merge, insert, delete functions of leftist heap. It takes other approach for leftist heap is it tries to be unbalanced and then rebalances itself. Here right child’s “rank” is always lower than “rank” of left child for every immediate node.